**PRACTICAL-1**

**AIM:** Install JDK and writer a java program to print your name.

**Step 1: Install JDK:**

**For Windows:**

1. **Go to** [**Oracle JDK Download**](https://www.oracle.com/java/technologies/javase-downloads.html)**.**
2. **Download the latest JDK version (e.g., Java 21 or 17 LTS).**
3. **Run the installer and follow the instructions.**
4. **After installation, set the environment variable:**
   * **Search for "Environment Variables" → Edit system variables**
   * **Under System variables, add:**
     + **JAVA\_HOME → path to your JDK installation (e.g., C:\Program Files\Java\jdk-21)**
     + **Add ;%JAVA\_HOME%\bin to your Path variable.**

**Verify Installation:**

**Open Command Prompt and run:**

**java -version**

**javac -version**

**Step 2: Write a Java Program:**

1. **Open Notepad or any text editor.**
2. **Type the following code:**

**public class MyName {**

**public static void main(String[ ] args) {**

**System.out.println("M.J.J.B.");**

**}**

**}**

1. **Save the file as MyName.java.:**

**Step 3: Compile and Run the Program:**

**Open Command Prompt, navigate to the folder where your file is saved, and run:**

**javac MyName.java**

**java MyName**

**✅ Output:**

**M.J.J.B.**

**PRACTICAL-2**

**AIM:** Create three variables to store marks of three subjects and generate mark sheet.(use if condition or switch case)

**INPUT:**

public class MarkSheet {

public static void main(String[] args) {

int math = 85;

int science = 78;

int english = 92;

int total = math + science + english;

double percentage = total / 3.0;

System.out.println("----------- MARK SHEET -----------");

System.out.println("Math : " + math);

System.out.println("Science : " + science);

System.out.println("English : " + english);

System.out.println("----------------------------------");

System.out.println("Total : " + total);

System.out.printf("Percentage: %.2f%%\n", percentage);

if (math < 35 || science < 35 || english < 35) {

System.out.println("Result : FAIL");

} else {

System.out.println("Result : PASS");

if (percentage >= 85) {

System.out.println("Grade : A");

} else if (percentage >= 70) {

System.out.println("Grade : B");

} else if (percentage >= 50) {

System.out.println("Grade : C");

} else {

System.out.println("Grade : D");

}

}

}

}

**OUTPUT:**

E:\>java MarkSheet

----------- MARK SHEET -----------

Math : 85

Science : 78

English : 92

----------------------------------

Total : 255

Percentage: 85.00%

Result : PASS

Grade : A

**PRACTICAL-3**

**AIM:** Write a program in Java to reverse the digits of a number using while loop.

**INPUT:**

public class ReverseNumber {

public static void main(String[] args) {

int number = 12345;

int reverse = 0;

System.out.println("Original Number: " + number);

while (number != 0) {

int digit = number % 10;

reverse = reverse \* 10 + digit;

number = number / 10;

}

System.out.println("Reversed Number: " + reverse);

}

}

**OUTPUT:**

E:\>java ReverseNumber

Original Number: 12345

Reversed Number: 54321

**PRACTICAL-4**

**AIM:** Writer a program to demonstrate use of wrapper class.

**INPUT:**

public class WrapperDemo {

public static void main(String[] args) {

System.out.println("Demonstrating Wrapper Class Usage");

System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

// Autoboxing (primitive to object)

int a = 10;

Integer aObj = a;

double d = 15.75;

Double dObj = d;

char c = 'X';

Character cObj = c;

System.out.println("Autoboxing (primitive to object):");

System.out.println("int a = " + a + " → Integer aObj = " + aObj);

System.out.println("double d = " + d + " → Double dObj = " + dObj);

System.out.println("char c = " + c + " → Character cObj = " + cObj);

System.out.println();

// Unboxing (object to primitive)

Integer x = new Integer(25);

int xVal = x;

Double y = new Double(99.99);

double yVal = y;

Character z = new Character('Z');

char zVal = z;

System.out.println("Unboxing (object to primitive):");

System.out.println("Integer x = " + x + " → int xVal = " + xVal);

System.out.println("Double y = " + y + " → double yVal = " + yVal);

System.out.println("Character z = " + z + " → char zVal = " + zVal);

}

}

**OUTPUT:**

E:\>java WrapperDemo

Demonstrating Wrapper Class Usage

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Autoboxing (primitive to object):

int a = 10 → Integer aObj = 10

double d = 15.75 → Double dObj = 15.75

char c = X → Character cObj = X

Unboxing (object to primitive):

Integer x = 25 → int xVal = 25

Double y = 99.99 → double yVal = 99.99

Character z = Z → char zVal = Z

**PRACTICAL-5**

**AIM:** Write a program in Java to perform addition of two matrix.

**INPUT:**

public class MatrixAddition {

public static void main(String[ ] args) {

// Define two 2x2 matrices

int[ ][ ] A = {

{1, 2},

{3, 4}

};

int[ ][ ] B = {

{5, 6},

{7, 8}

};

// Create a result matrix

int[ ][ ] sum = new int[2][2];

// Perform addition

for (int i = 0; i < 2; i++) {

for (int j = 0; j < 2; j++) {

sum[i][j] = A[i][j] + B[i][j];

}

}

System.out.println("Matrix A + Matrix B =");

for (int i = 0; i < 2; i++) {

for (int j = 0; j < 2; j++) {

System.out.print(sum[i][j] + "\t");

}

System.out.println( );

}

}

}

**OUTPUT:**

E:\>java ReverseNumber

Original Number: 12345

Reversed Number: 54321

**PRACTICAL-6**

**AIM:** Using command line argument perform addition of two values.

**INPUT:**

public class AddArgs {

public static void main(String[ ] args) {

if (args.length < 2) {

System.out.println("Please provide two numbers as command line arguments.");

return;

}

int num1 = Integer.parseInt(args[0]);

int num2 = Integer.parseInt(args[1]);

int sum = num1 + num2;

System.out.println("First Number : " + num1);

System.out.println("Second Number : " + num2);

System.out.println("Sum : " + sum);

}

}

**OUTPUT:**

E:\>java AddArgs 15 25

First Number : 15

Second Number : 25

Sum : 40

**PRACTICAL-7**

**AIM:** Write a program in Java to demonstrate use of this keyword.

**INPUT:**

public class ThisDemo {

int id;

String name;

// Constructor using 'this' keyword

ThisDemo(int id, String name) {

this.id = id; // refers to instance variable

this.name = name;

}

void display( ) {

System.out.println("ID : " + this.id);

System.out.println("Name : " + this.name);

}

public static void main(String[ ] args) {

ThisDemo student = new ThisDemo(101, " M.J.J.B.");

student.display( );

}

}

**OUTPUT:**

E:\>java ThisDemo

ID : 101

Name : M.J.J.B.

**PRACTICAL-8**

**AIM:** Write a program in java to demonstrate use of default constructor, copy constructor and parameterized constructor.

**INPUT:**

public class ConstructorDemo {

int id;

String name;

// Default constructor

ConstructorDemo ( ) {

this.id = 0;

this.name = "Default Name";

System.out.println("Default Constructor called");

}

// Parameterized constructor

ConstructorDemo(int id, String name) {

this.id = id;

this.name = name;

System.out.println("Parameterized Constructor called");

}

// Copy constructor

ConstructorDemo(ConstructorDemo other) {

this.id = other.id;

this.name = other.name;

System.out.println("Copy Constructor called");

}

// Method to display data

void display( ) {

System.out.println("ID : " + this.id);

System.out.println("Name : " + this.name);

}

public static void main(String[ ] args) {

// Using default constructor

ConstructorDemo student1 = new ConstructorDemo();

student1.display( );

// Using parameterized constructor

ConstructorDemo student2 = new ConstructorDemo(101, "Alice");

student2.display( );

// Using copy constructor

ConstructorDemo student3 = new ConstructorDemo(student2);

student3.display( );

}

}

**OUTPUT:**

E:\>java ConstructorDemo

Default Constructor called

ID : 0

Name : Default Name

Parameterized Constructor called

ID : 101

Name : Alice

Copy Constructor called

ID : 101

Name : Alice

**PRACTICAL-9**

**AIM:** Write a program in Java to demonstrate use of final keyword at variable level and class level.

**INPUT:**

// Final class

final class FinalClass {

// Final variable

final int id = 100;

// Constructor

FinalClass( ) {

System.out.println("FinalClass Constructor called");

}

// Method to display ID

void display( ) {

System.out.println("ID: " + id);

}

}

public class FinalKeywordDemo {

public static void main(String[ ] args) {

// Trying to modify final variable (This will give a compile-time error)

// id = 200; // Uncommenting this line will cause an error

// Creating an object of FinalClass

FinalClass obj = new FinalClass( );

obj.display( );

}

}

**OUTPUT:**

E:\>java FinalKeywordDemo

FinalClass Constructor called

ID: 100

**PRACTICAL-10**

**AIM:** Write a program in Java to demonstrate use of static keyword.

**INPUT:**

public class StaticKeywordDemo {

// Static variable

static int count = 0;

// Constructor

StaticKeywordDemo( ) {

count++; // Increment the static variable each time an object is created

}

// Static method

static void displayCount( ) {

System.out.println("Count: " + count);

}

public static void main(String[ ] args) {

// Display count before creating objects

StaticKeywordDemo.displayCount( );

// Create objects

StaticKeywordDemo obj1 = new StaticKeywordDemo( );

StaticKeywordDemo obj2 = new StaticKeywordDemo( );

StaticKeywordDemo obj3 = new StaticKeywordDemo( );

// Display count after creating objects

StaticKeywordDemo.displayCount( );

}

}

**OUTPUT:**

E:\>java StaticKeywordDemo

Count: 0

Count: 3

**PRACTICAL-11**

**AIM:** Develop minimum 4 program based on variation in methods i.e. passing by value, passing by reference, returning values and returning objects from methods.

**INPUT:**

✅ 1. **Passing by Value**:

public class PassByValueDemo {

// Method to demonstrate passing by value

static void modifyValue(int num) {

num = num + 10; // Modify the value

System.out.println("Inside modifyValue, num = " + num);

}

public static void main(String[] args) {

int number = 5;

System.out.println("Before modifyValue, number = " + number);

modifyValue(number); // Pass by value

System.out.println("After modifyValue, number = " + number); // Original value remains unchanged

}

}

**OUTPUT:**

E:\>java PassByValueDemo

Before modifyValue, number = 5

Inside modifyValue, num = 15

After modifyValue, number = 5

**INPUT:**

✅ 2. **Passing by Reference**:

public class PassByReferenceDemo {

// Method to demonstrate passing by reference

static void modifyArray(int[ ] arr) {

arr[0] = 99; // Modify the first element of the array

System.out.println("Inside modifyArray, arr[0] = " + arr[0]);

}

public static void main(String[] args) {

int[ ] numbers = {1, 2, 3};

System.out.println("Before modifyArray, arr[0] = " + numbers[0]);

modifyArray(numbers); // Pass by reference

System.out.println("After modifyArray, arr[0] = " + numbers[0]); // Original array is modified

}

}

**OUTPUT:**

E:\>java PassByReferenceDemo

Before modifyArray, arr[0] = 1

Inside modifyArray, arr[0] = 99

After modifyArray, arr[0] = 99

**INPUT:**

✅ 3. **Returning Values**:

public class ReturnValueDemo {

// Method to return a value

static int addNumbers(int a, int b) {

return a + b; // Return the sum

}

public static void main(String[ ] args) {

int sum = addNumbers(10, 20); // Get the returned value

System.out.println("The sum of 10 and 20 is: " + sum);

}

}

**OUTPUT:**

E:\>java ReturnValueDemo

The sum of 10 and 20 is: 30

**INPUT:**

✅ 4. **Returning Objects**:

class Person {

String name;

Person(String name) {

this.name = name;

}

void display( ) {

System.out.println("Name: " + name);

}

}

public class ReturnObjectDemo {

// Method to return an object

static Person createPerson(String name) {

return new Person(name); // Return a new Person object

}

public static void main(String[ ] args) {

Person p = createPerson("John Doe"); // Get the returned object

p.display( ); // Call method on the returned object

}

}

**OUTPUT:**

E:\>java ReturnObjectDemo

Name: John Doe

**PRACTICAL-12**

**AIM:** Write a program in Java to demonstrate single inheritance, multilevel inheritance and hierarchical inheritance.

**INPUT:**

**✅ 1. Single Inheritance:**

class Animal {

void sound( ) {

System.out.println("Animal makes sound");

}

}

class Dog extends Animal {

void bark( ) {

System.out.println("Dog barks");

}

}

public class SingleInheritance {

public static void main(String[ ] args) {

Dog d = new Dog( );

d.sound( ); // Inherited method

d.bark ( ); // Own method

}

}

**OUTPUT:**

E:\>java SingleInheritance

Animal makes sound

Dog barks

**INPUT:**

**✅ 2. Multilevel Inheritance**

class Animal {

void sound( ) {

System.out.println("Animal makes sound");

}

}

class Dog extends Animal {

void bark( ) {

System.out.println("Dog barks");

}

}

class Puppy extends Dog {

void weep( ) {

System.out.println("Puppy weeps");

}

}

public class MultilevelInheritance {

public static void main(String[ ] args) {

Puppy p = new Puppy( );

p.sound( ); // From Animal

p.bark( ); // From Dog

p.weep( ); // Own method

}

}

**OUTPUT:**

E:\>java MultilevelInheritance

Animal makes sound

Dog barks

Puppy weeps

**INPUT:**

**✅ 3. Hierarchical Inheritance**

class Animal {

void sound( ) {

System.out.println("Animal makes sound");

}

}

class Dog extends Animal {

void bark( ) {

System.out.println("Dog barks");

}

}

class Cat extends Animal {

void meow( ) {

System.out.println("Cat meows");

}

}

public class HierarchicalInheritance {

public static void main(String[ ] args) {

Dog d = new Dog( );

Cat c = new Cat( );

d.sound( ); // Inherited

d.bark( ); // Dog's own

c.sound( ); // Inherited

c.meow( ); // Cat's own

}

}

**OUTPUT:**

E:\>java HierarchicalInheritance

Animal makes sound

Dog barks

Animal makes sound

Cat meows

**PRACTICAL-13**

**AIM:** Write a program in Java in which a subclass constructor invokes the constructor of the super class and instantiate the values.

**INPUT:**

class Person {

String name;

int age;

// Superclass constructor

Person(String name, int age) {

this.name = name;

this.age = age;

System.out.println("Person Constructor Called");

}

void displayPersonInfo( ) {

System.out.println("Name: " + name);

System.out.println("Age: " + age);

}

}

class Student extends Person {

String course;

// Subclass constructor invoking superclass constructor

Student(String name, int age, String course) {

super(name, age); // Call to superclass constructor

this.course = course;

System.out.println("Student Constructor Called");

}

void displayStudentInfo( ) {

displayPersonInfo( ); // Call method from superclass

System.out.println("Course: " + course);

}

}

public class SuperConstructorDemo {

public static void main(String[ ] args) {

Student s = new Student("M.J.J.B.", 20, "Computer Science");

s.displayStudentInfo( );

}

}

**OUTPUT:**

E:\>java SuperConstructorDemo

Person Constructor Called

Student Constructor Called

Name: M.J.J.B.

Age: 20

Course: Computer Science

**PRACTICAL-14**

**AIM:** Write a program that illustrates interface inheritance. Interface P12 inherits from both P1 and P2. Each interface declares one constant and one method. The class Q implements P12. Instantiate Q and invoke each of its methods. Each method displays one of the constants.

**INPUT:**

interface P1 {

int A = 10; // Constant

void displayA( ); // Method

}

interface P2 {

int B = 20; // Constant

void displayB( ); // Method

}

interface P12 extends P1, P2 {

int C = 30; // Constant in extended interface

void displayC( ); // Method in extended interface

}

class Q implements P12 {

public void displayA( ) {

System.out.println("P1 Constant A = " + A);

}

public void displayB( ) {

System.out.println("P2 Constant B = " + B);

}

public void displayC ( ) {

System.out.println("P12 Constant C = " + C);

}

}

public class InterfaceInheritanceDemo {

public static void main(String[ ] args) {

Q obj = new Q( );

obj.displayA( );

obj.displayB( );

obj.displayC( );

}

}

**OUTPUT:**

E:\>java InterfaceInheritanceDemo

P1 Constant A = 10

P2 Constant B = 20

P12 Constant C = 30

**PRACTICAL-15**

**AIM:** Write a program in Java to demonstrate implementation of multiple inheritance using interfaces.

**INPUT:**

// First interface

interface Writer {

void write( );

}

// Second interface

interface Reader {

void read( );

}

// Class implementing both interfaces (Multiple Inheritance via Interfaces)

class Person implements Writer, Reader {

public void write( ) {

System.out.println("M.J.J.B. is Writing...");

}

public void read( ) {

System.out.println("M.J.J.B. is Reading...");

}

}

public class MultipleInheritanceDemo {

public static void main(String[ ] args) {

Person obj = new Person();

obj.read( ); // Call from Reader interface

obj.write( ); // Call from Writer interface

}

}

**OUTPUT:**

E:\>java MultipleInheritanceDemo

M.J.J.B. is Reading...

M.J.J.B. is Writing...

**PRACTICAL-16**

**AIM:** Describe abstract class called Shape which has three subclasses say Triangle, Rectangle, and Circle. Define one method area() in the abstract class and override this area() in these three subclasses to calculate for specific object i.e. area() of Triangle subclass should calculate area of triangle etc. Same for Rectangle and Circle.

**INPUT:**

abstract class Shape {

abstract void area( ); // Abstract method

}

// Subclass for Triangle

class Triangle extends Shape {

double base = 10.0;

double height = 5.0;

void area( ) {

double result = 0.5 \* base \* height;

System.out.println("Area of Triangle = " + result);

}

}

// Subclass for Rectangle

class Rectangle extends Shape {

double length = 8.0;

double breadth = 4.0;

void area( ) {

double result = length \* breadth;

System.out.println("Area of Rectangle = " + result);

}

}

// Subclass for Circle

class Circle extends Shape {

double radius = 7.0;

void area( ) {

double result = Math.PI \* radius \* radius;

System.out.println("Area of Circle = " + result);

}

}

public class ShapeDemo {

public static void main(String[ ] args) {

Shape s;

s = new Triangle( );

s.area( );

s = new Rectangle( );

s.area( );

s = new Circle( );

s.area( );

}

}

**OUTPUT:**

E:\>java ShapeDemo

Area of Triangle = 25.0

Area of Rectangle = 32.0

Area of Circle = 153.93804002589985

**PRACTICAL-17**

**AIM:** Write an application that illustrates method overriding in the same package and different packages. Also demonstrate accessibility rules in inside and outside packages

**📂 Project Structure (Simulating Packages):**

**![](data:image/png;base64,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)**

📄 pkg1/Animal.java

**INPUT:**

package pkg1;

public class Animal {

public void speak( ) {

System.out.println("Animal speaks (public)");

}

protected void eat( ) {

System.out.println("Animal eats (protected)");

}

void sleep( ) {

System.out.println("Animal sleeps (default)");

}

private void run( ) {

System.out.println("Animal runs (private)");

}

public void callPrivate( ) {

run( ); // private method is accessible within class

}

}

📄 pkg1/Dog.java (Same package as Animal)

**INPUT:**

package pkg1;

public class Dog extends Animal {

@Override

public void speak( ) {

System.out.println("Dog barks (Overridden in same package)");

}

@Override

protected void eat( ) {

System.out.println("Dog eats bones (Overridden)");

}

@Override

void sleep( ) {

System.out.println("Dog sleeps a lot (Overridden)");

}

// Cannot override private method

}

📄 pkg2/Cat.java (Different package)

**INPUT:**

package pkg2;

import pkg1.Animal;

public class Cat extends Animal {

@Override

public void speak( ) {

System.out.println("Cat meows (Overridden in different package)");

}

@Override

protected void eat( ) {

System.out.println("Cat eats fish (Overridden with protected access)");

}

// run( ) is private, not accessible either

}

📄 MainDemo.java

**INPUT:**

import pkg1.\*;

import pkg2.\*;

public class MainDemo {

public static void main(String[ ] args) {

System.out.println("Same Package (Dog):");

Dog dog = new Dog( );

dog.speak( ); // public - accessible

dog.eat ( ); // protected - accessible in same package

dog.sleep( ); // default - accessible in same package

dog.callPrivate( ); // private method accessed via public method

System.out.println("\nDifferent Package (Cat):");

Cat cat = new Cat( );

cat.speak( ); // public - accessible

cat.eat( ); // protected - accessible via subclass

}

}

**OUTPUT:**

E:\>javac pkg1\\*.java pkg2\\*.java MainDemo.java

E:\>java MainDemo

Same Package (Dog):

Dog barks (Overridden in same package)

Dog eats bones (Overridden)

Dog sleeps a lot (Overridden)

Animal runs (private)

Different Package (Cat):

Cat meows (Overridden in different package)

Cat eats fish (Overridden with protected access)

**PRACTICAL-18**

**AIM:** Write a program in Java to demonstrate multiple try block and multiple catch exception and include „divide by zero‟ and „Arithmetic exception‟.

**INPUT:**

public class MultipleTryCatchDemo {

public static void main(String[ ] args) {

System.out.println("M.J.J.B. :: Multiple Try-Catch Demo\n");

try {

int a = 10, b = 0;

int result = a / b; // This will cause divide by zero

System.out.println("Result = " + result);

} catch (ArithmeticException e) {

System.out.println("Caught ArithmeticException: " + e.getMessage());

}

try {

int[ ] arr = new int[3];

arr[5] = 100; // This will throw ArrayIndexOutOfBoundsException

} catch (ArrayIndexOutOfBoundsException e) {

System.out.println("Caught ArrayIndexOutOfBoundsException: " +e.getMessage( ));

}

try {

String str = null;

System.out.println(str.length( )); // NullPointerException

} catch (NullPointerException e) {

System.out.println("Caught NullPointerException: " + e.getMessage());

}

System.out.println("\nProgram executed successfully.");

}

}

**OUTPUT:**

E:\>java MultipleTryCatchDemo

M.J.J.B. :: Multiple Try-Catch Demo

Caught ArithmeticException: / by zero

Caught ArrayIndexOutOfBoundsException: Index 5 out of bounds for length 3

Caught NullPointerException: Cannot invoke "String.length()" because "str" is null

Program executed successfully.

**PRACTICAL-19**

**AIM:** Write a program in java to demonstrate use defined exception.

**INPUT:**

class InvalidAgeException extends Exception {

public InvalidAgeException(String message) {

super(message);

}

}

public class UserDefinedExceptionDemo {

static void validateAge(int age) throws InvalidAgeException {

if (age < 18) {

throw new InvalidAgeException("Age is less than 18. Not eligible to vote.");

} else {

System.out.println("M.J.J.B. :: Age is valid. Eligible to vote.");

}

}

public static void main(String[ ] args) {

try {

int inputAge = 16; // try changing this to 20 for valid case

System.out.println("M.J.J.B. :: Checking eligibility for age: " + inputAge);

validateAge(inputAge);

} catch (InvalidAgeException e) {

System.out.println("Exception Caught: " + e.getMessage( ));

}

System.out.println("M.J.J.B. :: Program completed.");

}

}

**OUTPUT:**

E:\>java UserDefinedExceptionDemo

M.J.J.B. :: Checking eligibility for age: 16

Exception Caught: Age is less than 18. Not eligible to vote.

M.J.J.B. :: Program completed.

===========================================

E:\>java UserDefinedExceptionDemo

M.J.J.B. :: Checking eligibility for age: 20

M.J.J.B. :: Age is valid. Eligible to vote.

M.J.J.B. :: Program completed.

**PRACTICAL-20**

**AIM:** Write a small application in Java to develop Banking Application in which user deposits the amount Rs. 2000.00 and then start withdrawing of Rs. 1500.00, Rs. 400.00 and it throws exception "Not Sufficient Fund" when user withdraws Rs. 500 thereafter.

**INPUT:**

// User-defined exception

class NotSufficientFundException extends Exception {

public NotSufficientFundException(String message) {

super(message);

}

}

class BankAccount {

private double balance;

// Constructor to deposit initial amount

public BankAccount(double initialBalance) {

balance = initialBalance;

System.out.println("M.J.J.B. :: Account created with balance: ₹" + balance);

}

// Method to withdraw amount

public void withdraw(double amount) throws NotSufficientFundException {

if (amount > balance) {

throw new NotSufficientFundException("Withdrawal of ₹" + amount + " failed: Not Sufficient Fund.");

} else {

balance -= amount;

System.out.println("M.J.J.B. :: Withdrawn ₹" + amount + " successfully. Remaining Balance: ₹" + balance);

}

}

}

public class BankingApp {

public static void main(String[ ] args) {

try {

BankAccount account = new BankAccount(2000.00);

account.withdraw(1500.00);

account.withdraw(400.00); // ₹100 left

account.withdraw(500.00); // This should throw exception

} catch (NotSufficientFundException e) {

System.out.println("M.J.J.B. :: Exception Caught - " + e.getMessage ( ) );

}

System.out.println("M.J.J.B. :: Transaction completed.");

}

}

**OUTPUT:**

E:\>java BankingApp

M.J.J.B. :: Account created with balance: ₹2000.0

M.J.J.B. :: Withdrawn ₹1500.0 successfully. Remaining Balance: ₹500.0

M.J.J.B. :: Withdrawn ₹400.0 successfully. Remaining Balance: ₹100.0

M.J.J.B. :: Exception Caught - Withdrawal of ₹500.0 failed: Not Sufficient Fund.

M.J.J.B. :: Transaction completed.

**PRACTICAL-21**

**AIM:** Write a program that executes two threads. One thread displays “Thread1” every 3,000 milliseconds, and the other displays “Thread2” every 5,000 milliseconds. Create the threads by extending the Thread class.

**INPUT:**

class ThreadOne extends Thread {

public void run ( ) {

try {

while (true) {

System.out.println("M.J.J.B. :: Thread1 is running");

Thread.sleep(3000); // 3 seconds

}

} catch (InterruptedException e) {

System.out.println("M.J.J.B. :: Thread1 Interrupted");

}

}

}

class ThreadTwo extends Thread {

public void run( ) {

try {

while (true) {

System.out.println("M.J.J.B. :: Thread2 is running");

Thread.sleep(5000); // 5 seconds

}

} catch (InterruptedException e) {

System.out.println("M.J.J.B. :: Thread2 Interrupted");

}

}

}

public class ThreadDemo {

public static void main(String[ ] args) {

ThreadOne t1 = new ThreadOne( );

ThreadTwo t2 = new ThreadTwo( );

System.out.println("M.J.J.B. :: Starting Threads...\n");

t1.start();

t2.start();

}

}

**OUTPUT:**

E:\>java ThreadDemo

M.J.J.B. :: Starting Threads...

M.J.J.B. :: Thread1 is running

M.J.J.B. :: Thread2 is running

M.J.J.B. :: Thread1 is running

M.J.J.B. :: Thread1 is running

M.J.J.B. :: Thread2 is running

...

**PRACTICAL-22**

**AIM:** Write a program in Java to demonstrate use of synchronization of threads when multiple threads are trying to update common variable.

**INPUT:**

class Account {

private int balance = 1000;

// Synchronized method to update balance

public synchronized void deposit(String threadName, int amount) {

System.out.println("M.J.J.B. :: " + threadName + " is trying to deposit ₹" + amount);

int newBalance = balance + amount;

try {

Thread.sleep(100); // Simulate delay

} catch (InterruptedException e) {

System.out.println("M.J.J.B. :: " + threadName + " was interrupted.");

}

balance = newBalance;

System.out.println("M.J.J.B. :: " + threadName + " updated balance: ₹" + balance);

}

}

class DepositThread extends Thread {

Account account;

String threadName;

int amount;

DepositThread(Account acc, String name, int amt) {

account = acc;

threadName = name;

amount = amt;

}

public void run( ) {

account.deposit(threadName, amount);

}

}

public class SyncDemo {

public static void main(String[ ] args) {

Account sharedAccount = new Account();

DepositThread t1 = new DepositThread(sharedAccount, "Thread1", 500);

DepositThread t2 = new DepositThread(sharedAccount, "Thread2", 800);

DepositThread t3 = new DepositThread(sharedAccount, "Thread3", 200);

System.out.println("M.J.J.B. :: Starting synchronized deposit threads...\n");

t1.start( );

t2.start( );

t3.start( );

}

}

**OUTPUT:**

E:\>java SyncDemo

M.J.J.B. :: Starting synchronized deposit threads...

M.J.J.B. :: Thread1 is trying to deposit ₹500

M.J.J.B. :: Thread1 updated balance: ₹1500

M.J.J.B. :: Thread2 is trying to deposit ₹800

M.J.J.B. :: Thread2 updated balance: ₹2300

M.J.J.B. :: Thread3 is trying to deposit ₹200

M.J.J.B. :: Thread3 updated balance: ₹2500

**PRACTICAL-23**

**AIM:** Write a program in java to use String class and compare two strings.

**INPUT:**

public class StringCompareDemo {

public static void main(String[ ] args) {

String str1 = "M.J.J.B.";

String str2 = "M.J.J.B.";

String str3 = new String("M.J.J.B.");

System.out.println("M.J.J.B. :: String Comparison Program Started");

System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

// Using equals( )

System.out.println("M.J.J.B. :: Using equals( ): " + str1.equals(str3));

// Using ==

System.out.println("M.J.J.B. :: Using == : " + (str1 == str2));

System.out.println("M.J.J.B. :: Using == with new String : " + (str1 == str3));

// Using compareTo( )

int result = str1.compareTo(str3);

System.out.println("M.J.J.B. :: Using compareTo( ): " + result);

System.out.println("M.J.J.B. :: Program Ended.");

}

}

**OUTPUT:**

E:\>java StringCompareDemo

M.J.J.B. :: String Comparison Program Started

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

M.J.J.B. :: Using equals( ): true

M.J.J.B. :: Using == : true

M.J.J.B. :: Using == with new String : false

M.J.J.B. :: Using compareTo( ): 0

M.J.J.B. :: Program Ended.

**PRACTICAL-24**

**AIM:** Write a program in java to use StringBuffer class and perform concatenation of two Strings.

**INPUT:**

public class StringBufferDemo {

public static void main(String[ ] args) {

String str1 = "M.J.J.B.";

String str2 = " welcomes you!";

System.out.println("M.J.J.B. :: StringBuffer Concatenation Started");

System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

StringBuffer sb = new StringBuffer(str1);

sb.append(str2); // Concatenation

System.out.println("M.J.J.B. :: After Concatenation: " + sb.toString());

System.out.println("M.J.J.B. :: Program Ended.");

}

}

**OUTPUT:**

E:\>java StringBufferDemo

M.J.J.B. :: StringBuffer Concatenation Started

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

M.J.J.B. :: After Concatenation: M.J.J.B. welcomes you!

M.J.J.B. :: Program Ended.

**PRACTICAL-25**

**AIM:** Write a program in Java to create, write, modify, read operations on a Text file.

**INPUT:**

import java.io.\*;

public class FileDemo {

public static void main(String[ ] args) {

String filePath = "MJJB\_File.txt";

// 1. Create & Write

try {

FileWriter writer = new FileWriter(filePath);

writer.write("M.J.J.B. :: Welcome to File Handling in Java.\n");

writer.write("M.J.J.B. :: This is a demo file.\n");

writer.close( );

System.out.println("M.J.J.B. :: File Created and Data Written.");

} catch (IOException e) {

System.out.println("M.J.J.B. :: Error writing file: " + e.getMessage( ));

}

// 2. Modify (Append)

try {

FileWriter writer = new FileWriter(filePath, true); // 'true' enables appending

writer.write("M.J.J.B. :: This line is appended.\n");

writer.close( );

System.out.println("M.J.J.B. :: File Modified Successfully.");

} catch (IOException e) {

System.out.println("M.J.J.B. :: Error modifying file: " + e.getMessage());

}

// 3. Read

try {

BufferedReader reader = new BufferedReader(new FileReader(filePath));

String line;

System.out.println("\nM.J.J.B. :: Reading File Contents:");

System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

while ((line = reader.readLine( )) != null) {

System.out.println(line);

}

reader.close( );

} catch (IOException e) {

System.out.println("M.J.J.B. :: Error reading file: " + e.getMessage());

}

}

}

**OUTPUT:**

E:\>java FileDemo

M.J.J.B. :: File Created and Data Written.

M.J.J.B. :: File Modified Successfully.

M.J.J.B. :: Reading File Contents:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

M.J.J.B. :: Welcome to File Handling in Java.

M.J.J.B. :: This is a demo file.

M.J.J.B. :: This line is appended.